**Informe: Calculadora Basada en el Paradigma de Agentes**

**1. Arquitectura del Sistema**

**1.1. Diseño General**

El sistema implementa una arquitectura multi-agente donde cada componente especializado colabora para procesar expresiones matemáticas. La arquitectura sigue el patrón de coordinación centralizada con el agente IO como coordinador principal.

**1.2. Agentes Implementados**

| **Agente** | **ID** | **Responsabilidad** | **Símbolo** |
| --- | --- | --- | --- |
| IOAgent | 0 | Coordinación y parsing | - |
| SumAgent | 1 | Operaciones de suma | + |
| SubtractionAgent | 2 | Operaciones de resta | - |
| MultiplicationAgent | 3 | Operaciones de multiplicación | \* |
| DivisionAgent | 4 | Operaciones de división | / |
| PowerAgent | 5 | Operaciones de potencia | ^ |

**2. Mecanismos de Comunicación**

**2.1. Sistema de Mensajería**

Se implementó un protocolo de comunicación basado en mensajes tipados:
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class MessageType(Enum):

CALCULATE = "calculate" # Solicitud de cálculo

RESULT = "result" # Envío de resultados

REQUEST = "request" # Solicitud general

**2.2. Flujo de Comunicación**

1. **Recepción**: El IOAgent recibe la expresión del usuario
2. **Parsing**: Convierte la expresión a notación postfija
3. **Distribución**: Envía solicitudes a agentes especializados
4. **Cálculo**: Cada agente realiza su operación específica
5. **Consolidación**: El IOAgent recopila y presenta resultados

**3. Algoritmos Implementados**

**3.1. Algoritmo Shunting Yard**

Para manejar la precedencia de operadores, se implementó el algoritmo Shunting Yard que convierte expresiones infijas a notación postfija, respetando:

* Precedencia: Potencia > Multiplicación/División > Suma/Resta
* Asociatividad: Potencia (derecha), demás operadores (izquierda)
* Paréntesis: Para agrupamiento explícito

**3.2. Evaluación Postfija**

El sistema evalúa expresiones en notación postfija utilizando una pila, donde cada operador desencadena una comunicación con el agente correspondiente.

**4. Características Técnicas**

**4.1. Manejo de Datos**

* **Tipos numéricos**: Enteros y decimales
* **Operaciones soportadas**: +, -, \*, /, ^
* **Precisión**: Cálculos con punto flotante

**4.2. Control de Errores**

* Validación de división por cero
* Verificación de expresiones mal formadas
* Manejo de paréntesis desbalanceados

**5. Funcionamiento del Sistema**

**5.1. Proceso de Cálculo**

Para la expresión: 2 + 3 \* 4

1. **Parsing**: Conversión a postfija: 2 3 4 \* +
2. **Ejecución**:
   * Agente Multiplicación: 3 \* 4 = 12
   * Agente Suma: 2 + 12 = 14
3. **Resultado**: 14

**5.2. Ejemplo de Comunicación**
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IOAgent → MultiplicationAgent: CALCULATE(3, 4)

MultiplicationAgent → IOAgent: RESULT(12)

IOAgent → SumAgent: CALCULATE(2, 12)

SumAgent → IOAgent: RESULT(14)

**6. Resultados y Validación**

**6.1. Pruebas Realizadas**

El sistema fue probado con múltiples expresiones complejas:

* Operaciones básicas: 2 + 3, 10 / 2
* Precedencia: 2 + 3 \* 4 = 14
* Paréntesis: (2 + 3) \* 4 = 20
* Operaciones anidadas: 2^3 + 4 \* 5

**6.2. Precisión**

Todos los cálculos fueron verificados contra implementaciones estándar, demostrando 100% de precisión en las operaciones implementadas.